alpha conversion lambda calculus

alpha conversion lambda calculus forms a fundamental concept in the study of computation and
programming language theory. This mathematical framework allows for the manipulation of functions and
variables in a rigorous manner. Understanding alpha conversion is essential for anyone delving into lambda
calculus, as it lays the groundwork for more complex operations such as beta reduction and function
application. This article will explore the definition and significance of alpha conversion, its role within
lambda calculus, and practical examples to illustrate its application. Additionally, we will cover the
implications of alpha conversion in programming languages and computational theory, concluding with

frequently asked questions to further clarify the topic.
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Introduction to Alpha Conversion

Alpha conversion is a crucial operation in lambda calculus that involves renaming the bound variables in a
lambda expression. This transformation maintains the meaning and functionality of the original expression
while allowing for flexibility in variable naming. In essence, it ensures that expressions are free from
naming conflicts, which can arise when multiple variables share the same name within a given scope.
Alpha conversion is particularly important when manipulating expressions in a way that might introduce
ambiguity or unintended consequences. By renaming variables systematically, alpha conversion facilitates

clearer reasoning about expressions and their evaluations.



Understanding Lambda Calculus

Lambda calculus, introduced by Alonzo Church in the 1930s, is a formal system used to express computation
through function abstraction and application. It serves as a foundational model for functional programming
and has influenced many programming languages. The syntax of lambda calculus consists of variables,

function definitions, and application of functions to arguments. The basic constructs include:

e Variables: Such as x, y, and z.

o Abstraction: Represented as Ax.E, where A denotes a function that takes x as an argument and E is an

expression.

e Application: Denoted as (E1 E2), meaning function E1 is applied to argument E2.

In this framework, alpha conversion plays a vital role in ensuring that variables can be renamed without
altering the function’s intent or behavior. Understanding how these elements interact is essential for

grasping the full scope of lambda calculus.

The Process of Alpha Conversion

The process of alpha conversion is straightforward yet powerful. It involves changing the names of bound
variables in a lambda expression while maintaining the overall structure. The key steps involved in alpha

conversion include:

¢ Identifying Bound Variables: These are variables defined within a function’s scope.

¢ Selecting New Variable Names: Choose new names that do not conflict with other variables in the

expression.

¢ Renaming: Substitute the old variable names with the new ones throughout the expression.

For example, consider the lambda expression Ax.(x + 1). An alpha conversion could rename the variable x
to y, resulting in the expression Ay.(y + 1). This change does not affect the function's evaluation but

clarifies the variable's role in different contexts.

Examples of Alpha Conversion

To further illustrate alpha conversion, let’s examine several examples of its application in lambda calculus.



1. Example 1: Given the expression Ax.(x x), an alpha conversion could yield Ay.(y y).

2. Example 2: The expression Ax.(Ax.(x + 1)) can be converted to Ay.(Az.(z + 1)) to avoid confusion

between the inner and outer scopes.

3. Example 3: Transforming Aa.(Ab.(a + b)) to Ac.(Ad.(c + d)) demonstrates how alpha conversion can

maintain clarity in expressions with multiple nested functions.

These examples underscore the importance of alpha conversion in preventing variable name collisions and

ensuring the clarity of expressions in lambda calculus.

Importance of Alpha Conversion in Programming L anguages

Alpha conversion has significant implications beyond theoretical mathematics; it is essential in the design
and implementation of programming languages, particularly those that adopt functional paradigms. Many
modern programming languages, such as Haskell and Scala, utilize concepts from lambda calculus, making a
solid understanding of alpha conversion vital for developers. Key areas where alpha conversion is relevant

include:

¢ Variable Scope Management: Alpha conversion helps manage variable scopes effectively, preventing

unintended variable shadowing.

¢ Code Optimization: Renaming variables can lead to more efficient code through better resource

management.

e Lambda Expressions: Languages that support anonymous functions benefit from alpha conversion to

ensure that these functions can be reused without naming conflicts.

By recognizing the significance of alpha conversion, programmers can write cleaner, more maintainable

code and develop robust applications that leverage functional programming techniques.

Common Misconceptions

Despite its fundamental nature, alpha conversion is often misunderstood. Common misconceptions include:

¢ Confusing Alpha with Beta Reduction: Alpha conversion deals with variable renaming, while beta

reduction involves applying functions to their arguments.

¢ Assuming Alpha Conversion Changes Semantics: Some may incorrectly believe that renaming



variables alters the meaning of an expression. In reality, it preserves the function's intent.

e Overlooking Contextual Importance: Alpha conversion is context-sensitive; the new variable names

must not conflict with existing variables in the expression.

Addressing these misconceptions is crucial for a clear understanding of lambda calculus and its applications

in computation.

Conclusion

Alpha conversion is a foundational operation in lambda calculus that plays a crucial role in managing
variable names and ensuring the clarity of expressions. Understanding this concept is essential for anyone
involved in computational theory, programming language design, or functional programming. By
mastering alpha conversion, developers can create more effective and maintainable code, while students of

computer science can build a strong foundation for further studies in algorithms and computation.

Q What is alpha conversion in lambda calculus?

A: Alpha conversion is the process of renaming bound variables in a lambda expression to avoid naming

conflicts while maintaining the expression's meaning.

Q Why is alpha conversion important?

A: Alpha conversion is important because it helps prevent variable name collisions and ensures clarity in
expressions, which is vital for reasoning about computations in lambda calculus and programming

languages.

Q How does alpha conversion differ from beta reduction?

A: Alpha conversion involves renaming variables, while beta reduction is the process of applying a

function to its argument, effectively substituting the argument for the bound variable.

Q: Can you provide an example of alpha conversion?

A: An example of alpha conversion would be transforming the expression Ax.(x + 2) to Ay.(y + 2), where

the bound variable x is renamed to y without changing the expression's meaning.



Q: Is alpha conversion context-sensitive?

A: Yes, alpha conversion is context-sensitive. When renaming variables, the new names must not conflict

with other variables present in the expression to maintain clarity.

Q How does alpha conversion relate to programming languages?

A: Alpha conversion is relevant in programming languages, especially functional ones, as it helps manage

variable scopes, prevents shadowing, and supports the use of anonymous functions.

Q What are some common misconceptions about alpha conversion?

A: Common misconceptions include confusing it with beta reduction, assuming it changes semantics, and

overlooking the need for context-sensitive variable naming.

Q: Can alpha conversion be applied to complex nested expressions?

A: Yes, alpha conversion can be applied to complex nested expressions, ensuring that all bound variables are

renamed without conflicts, preserving the original meaning of the expression.

Q Is alpha conversion a reversible operation?

A: Yes, alpha conversion is reversible. Renaming a variable can be undone by renaming it back to its

original name, as long as there are no conflicts with other variables.

Q How does alpha conversion aid in code optimization?

A: Alpha conversion can aid in code optimization by allowing better management of variable names,

potentially leading to more efficient resource usage and clearer code structure.
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Lambda-expressions Paul A. Bailes, 1985

alpha conversion lambda calculus: Higher Order Logic Theorem Proving and Its
Applications Jeffrey J. Joyce, Carl-Johan H. Seger, 1994-04-28 This volume constitutes the refereed
proceedings of the 1993 Higher-Order Logic User's Group Workshop, held at the University of
British Columbia in August 1993. The workshop was sponsored by the Centre for Integrated
Computer System Research. It was the sixth in the series of annual international workshops
dedicated to the topic of Higher-Order Logic theorem proving, its usage in the HOL system, and its
applications. The volume contains 40 papers, including an invited paper by David Parnas, McMaster
University, Canada, entitled Some theorems we should prove.

alpha conversion lambda calculus: Fundamentals and Standards in Hardware Description
Languages Jean Mermet, 2012-12-06 The second half of this century will remain as the era of
proliferation of electronic computers. They did exist before, but they were mechanical. During next
century they may perform other mutations to become optical or molecular or even biological.
Actually, all these aspects are only fancy dresses put on mathematical machines. This was always
recognized to be true in the domain of software, where machine or high level languages are more or
less rigourous, but immaterial, variations of the universaly accepted mathematical language aimed
at specifying elementary operations, functions, algorithms and processes. But even a mathematical
machine needs a physical support, and this is what hardware is all about. The invention of hardware
description languages (HDL's) in the early 60's, was an attempt to stay longer at an abstract level in
the design process and to push the stage of physical implementation up to the moment when no
more technology independant decisions can be taken. It was also an answer to the continuous,
exponential growth of complexity of systems to be designed. This problem is common to hardware
and software and may explain why the syntax of hardware description languages has followed, with
a reasonable delay of ten years, the evolution of the programming languages: at the end of the 60's
they were Algol like , a decade later Pascal like and now they are C or ADA-like. They have also
integrated the new concepts of advanced software specification languages.

alpha conversion lambda calculus: Functional Programming For Dummies John Paul
Mueller, 2019-02-06 Your guide to the functional programming paradigm Functional programming
mainly sees use in math computations, including those used in Artificial Intelligence and gaming.
This programming paradigm makes algorithms used for math calculations easier to understand and
provides a concise method of coding algorithms by people who aren't developers. Current books on
the market have a significant learning curve because they're written for developers, by
developers—until now. Functional Programming for Dummies explores the differences between the
pure (as represented by the Haskell language) and impure (as represented by the Python language)
approaches to functional programming for readers just like you. The pure approach is best suited to
researchers who have no desire to create production code but do need to test algorithms fully and
demonstrate their usefulness to peers. The impure approach is best suited to production
environments because it's possible to mix coding paradigms in a single application to produce a
result more quickly. Functional Programming For Dummies uses this two-pronged approach to give
you an all-in-one approach to a coding methodology that can otherwise be hard to grasp. Learn pure
and impure when it comes to coding Dive into the processes that most functional programmers use
to derive, analyze and prove the worth of algorithms Benefit from examples that are provided in both
Python and Haskell Glean the expertise of an expert author who has written some of the
market-leading programming books to date If you're ready to massage data to understand how
things work in new ways, you’ve come to the right place!

alpha conversion lambda calculus: Natural Language Semantics Brendan S. Gillon,
2019-03-12 An introduction to natural language semantics that offers an overview of the empirical
domain and an explanation of the mathematical concepts that underpin the discipline. This textbook
offers a comprehensive introduction to the fundamentals of those approaches to natural language
semantics that use the insights of logic. Many other texts on the subject focus on presenting a
particular theory of natural language semantics. This text instead offers an overview of the empirical




domain (drawn largely from standard descriptive grammars of English) as well as the mathematical
tools that are applied to it. Readers are shown where the concepts of logic apply, where they fail to
apply, and where they might apply, if suitably adjusted. The presentation of logic is completely
self-contained, with concepts of logic used in the book presented in all the necessary detail. This
includes propositional logic, first order predicate logic, generalized quantifier theory, and the
Lambek and Lambda calculi. The chapters on logic are paired with chapters on English grammar.
For example, the chapter on propositional logic is paired with a chapter on the grammar of
coordination and subordination of English clauses; the chapter on predicate logic is paired with a
chapter on the grammar of simple, independent English clauses; and so on. The book includes more
than five hundred exercises, not only for the mathematical concepts introduced, but also for their
application to the analysis of natural language. The latter exercises include some aimed at helping
the reader to understand how to formulate and test hypotheses.

alpha conversion lambda calculus: Mathematical Foundations of Software Engineering
Gerard O'Regan, 2023-05-04 This textbook presents an introduction to the mathematical foundations
of software engineering. It presents the rich applications of mathematics in areas such as
error-correcting codes, cryptography, the safety and security critical fields, the banking and
insurance fields, as well as traditional engineering applications. Topics and features: Addresses core
mathematics for critical thinking and problem solving Discusses propositional and predicate logic
and various proof techniques to demonstrate the correctness of a logical argument. Examines
number theory and its applications to cryptography Considers the underlying mathematics of
error-correcting codes Discusses graph theory and its applications to modelling networks Reviews
tools to support software engineering mathematics, including automated and interactive theorem
provers and model checking Discusses financial software engineering, including simple and
compound interest, probability and statistics, and operations research Discusses software reliability
and dependability and explains formal methods used to derive a program from its specification
Discusses calculus, matrices, vectors, complex numbers, and quaternions, as well as applications to
graphics and robotics Includes key learning topics, summaries, and review questions in each
chapter, together with a useful glossary This practical and easy-to-follow textbook/reference is ideal
for computer science students seeking to learn how mathematics can assist them in building
high-quality and reliable software on time and on budget. The text also serves as an excellent
self-study primer for software engineers, quality professionals, and software managers.

alpha conversion lambda calculus: Programming Language Pragmatics Michael Scott, 2000
Programming Language Pragmatics addresses the fundamental principles at work in the most
important contemporary languages, highlights the critical relationship between language design and
language implementation, and devotes special attention to issues of importance to the expert
programmer. Thanks to its rigorous but accessible teaching style, you'll emerge better prepared to
choose the best language for particular projects, to make more effective use of languages you
already know, and to learn new languages quickly and completely.

alpha conversion lambda calculus: Theorem Proving with the Real Numbers John
Harrison, 2012-12-06 This book discusses the use of the real numbers in theorem proving. Typ ically,
theorem provers only support a few 'discrete’ datatypes such as the natural numbers. However the
availability of the real numbers opens up many interesting and important application areas, such as
the verification of float ing point hardware and hybrid systems. It also allows the formalization of
many more branches of classical mathematics, which is particularly relevant for attempts to inject
more rigour into computer algebra systems. Our work is conducted in a version of the HOL theorem
prover. We de scribe the rigorous definitional construction of the real numbers, using a new version
of Cantor's method, and the formalization of a significant portion of real analysis. We also describe
an advanced derived decision procedure for the 'Tarski subset' of real algebra as well as some more
modest but practically useful tools for automating explicit calculations and routine linear arithmetic
reasoning. Finally, we consider in more detail two interesting application areas. We discuss the
desirability of combining the rigour of theorem provers with the power and convenience of computer



algebra systems, and explain a method we have used in practice to achieve this. We then move on to
the verification of floating point hardware. After a careful discussion of possible correctness
specifications, we report on two case studies, one involving a transcendental function.

alpha conversion lambda calculus: Guide to Discrete Mathematics Gerard O'Regan,
2021-10-28 This stimulating textbook presents a broad and accessible guide to the fundamentals of
discrete mathematics, highlighting how the techniques may be applied to various exciting areas in
computing. The text is designed to motivate and inspire the reader, encouraging further study in this
important skill. Features: This book provides an introduction to the building blocks of discrete
mathematics, including sets, relations and functions; describes the basics of number theory, the
techniques of induction and recursion, and the applications of mathematical sequences, series,
permutations, and combinations; presents the essentials of algebra; explains the fundamentals of
automata theory, matrices, graph theory, cryptography, coding theory, language theory, and the
concepts of computability and decidability; reviews the history of logic, discussing propositional and
predicate logic, as well as advanced topics such as the nature of theorem proving; examines the field
of software engineering, including software reliability and dependability and describes formal
methods; investigates probability and statistics and presents an overview of operations research and
financial mathematics.

alpha conversion lambda calculus: Types for Proofs and Programs Hendrik Pieter
Barendregt, Tobias Nipkow, 1994-05-20 This volume contains thoroughly refereed and revised full
papers selected from the presentations at the first workshop held under the auspices of the ESPRIT
Basic Research Action 6453 Types for Proofs and Programs in Nijmegen, The Netherlands, in May
1993. As the whole ESPRIT BRA 6453, this volume is devoted to the theoretical foundations, design
and applications of systems for theory development. Such systems help in designing mathematical
axiomatisation, performing computer-aided logical reasoning, and managing databases of
mathematical facts; they are also known as proof assistants or proof checkers.

alpha conversion lambda calculus: Touch of Class Bertrand Meyer, 2009-06-29 From object
technology pioneer and ETH Zurich professor Bertrand Meyer, winner of the Jolt award and the
ACM Software System Award, a revolutionary textbook that makes learning programming fun and
rewarding. Meyer builds his presentation on a rich object-oriented software system supporting
graphics and multimedia, which students can use to produce impressive applications from day one,
then understand inside out as they learn new programming techniques. Unique to Touch of Class is
a combination of a practical, hands-on approach to programming with the introduction of sound
theoretical support focused on helping students learn the construction of high quality software. The
use of full color brings exciting programming concepts to life. Among the useful features of the book
is the use of Design by Contract, critical to software quality and providing a gentle introduction to
formal methods. Will give students a major advantage by teaching professional-level techniques in a
literate, relaxed and humorous way.

alpha conversion lambda calculus: World of Computing Gerard O'Regan, 2018-04-17 This
engaging work provides a concise introduction to the exciting world of computing, encompassing the
theory, technology, history, and societal impact of computer software and computing devices.
Spanning topics from global conflict to home gaming, international business, and human
communication, this text reviews the key concepts unpinning the technology which has shaped the
modern world. Topics and features: introduces the foundations of computing, the fundamentals of
algorithms, and the essential concepts from mathematics and logic used in computer science;
presents a concise history of computing, discussing the historical figures who made important
contributions, and the machines which formed major milestones; examines the fields of
human-computer interaction, and software engineering; provides accessible introductions to the
core aspects of programming languages, operating systems, and databases; describes the Internet
revolution, the invention of the smartphone, and the rise of social media, as well as the Internet of
Things and cryptocurrencies; explores legal and ethical aspects of computing, including issues of
hacking and cybercrime, and the nature of online privacy, free speech and censorship; discusses




such innovations as distributed systems, service-oriented architecture, software as a service, cloud
computing, and embedded systems; includes key learning topics and review questions in every
chapter, and a helpful glossary. Offering an enjoyable overview of the fascinating and broad-ranging
field of computing, this easy-to-understand primer introduces the general reader to the ideas on
which the digital world was built, and the historical developments that helped to form the modern
age.

alpha conversion lambda calculus: Type Theory and Formal Proof Rob Nederpelt, Herman
Geuvers, 2014-11-06 Type theory is a fast-evolving field at the crossroads of logic, computer science
and mathematics. This gentle step-by-step introduction is ideal for graduate students and
researchers who need to understand the ins and outs of the mathematical machinery, the role of
logical rules therein, the essential contribution of definitions and the decisive nature of
well-structured proofs. The authors begin with untyped lambda calculus and proceed to several
fundamental type systems, including the well-known and powerful Calculus of Constructions. The
book also covers the essence of proof checking and proof development, and the use of dependent
type theory to formalise mathematics. The only prerequisite is a basic knowledge of undergraduate
mathematics. Carefully chosen examples illustrate the theory throughout. Each chapter ends with a
summary of the content, some historical context, suggestions for further reading and a selection of
exercises to help readers familiarise themselves with the material.

alpha conversion lambda calculus: Processes, Terms and Cycles: Steps on the Road to
Infinity Aart Middeldorp, 2005-12-13 This Festschrift is dedicated to Jan Willem Klop on the
occasion of his 60th birthday. The volume comprises a total of 23 scientific papers by close friends
and colleagues, written specifically for this book. The papers are different in nature: some report on
new research, others have the character of a survey, and again others are mainly expository. Every
contribution has been thoroughly refereed at least twice. In many cases the first round of referee
reports led to significant revision of the original paper, which was again reviewed. The articles
especially focus upon the lambda calculus, term rewriting and process algebra, the fields to which
Jan Willem Klop has made fundamental contributions.

alpha conversion lambda calculus: Handbook of Philosophical Logic Dov M. Gabbay, Franz
Guenthner, 2013-03-14 It is with great pleasure that we are presenting to the community the second
edition of this extraordinary handbook. It has been over 15 years since the publication of the first
edition and there have been great changes in the landscape of philosophical logic since then. The
first edition has proved invaluable to generations of students and researchers in formal philosophy
and language, as well as to consumers of logic in many applied areas. The main logic article in the
Encyclopaedia Britannica 1999 has described the first edition as 'the best starting point for
exploring any of the topics in logic'. We are confident that the second edition will prove to be just as
good! The first edition was the second handbook published for the logic com- nity. It followed the
North Holland one volume Handbook of Mathematical Logic, published in 1977, edited by the late
Jon Barwise. The four volume Handbook of Philosophical Logic, published 1983-1989 came at a
fortunate temporal junction at the evolution of logic. This was the time when logic was gaining
ground in computer science and artificial intelligence circles. These areas were under increasing
commercial pressure to provide devices which help and/or replace the human in his daily activity.
This pressure required the use of logic in the modelling of human activity and organi- tion on the one
hand and to provide the theoretical basis for the computer program constructs on the other.

alpha conversion lambda calculus: Design of Master Agreements for OTC Derivatives
Dietmar Franzen, 2000-10-04 I first came across the issue of derivatives documentation when
writing my diploma thesis on measuring the credit risk ofOTC derivatives while I was an economics
student at the University of Bonn. Despite the fact that security design has been an area of research
in economics for many years and despite the widespread use of derivatives documentation in
financial practice, the task of designing contracts for derivatives transactions has not been dealt
with in financial theory. The one thing that aroused my curiosity was that two parties with usually
opposing interests, namely banking supervisors and the banking industry's lobby, unanimously




endorse the use ofcertain provisions in standardized contracts called master agreements. Do these
provisions increase the ex ante efficiency of contracts for all parties involved? I actually began my
research expecting to find support for the widely held beliefs about the efficiency or inefficiency of
certain provisions and was sur prised to obtain results that contradicted the conventional wisdom. I
would strongly advise against using these results in any political debate on deriva tives
documentation. They were obtained within a highly stylized model with some restrictive
assumptions. This work should rather be seen as an attempt to formalize the discussion on
derivatives documentation and to challenge the notion that certain provisions are generally ex ante
efficient. It is also an invitation to all those advocating the use of certain provisions in master
agreements to formalize their arguments and to explain the economic ratio nale behind these
provisions.

alpha conversion lambda calculus: Extraterrestrial Languages Daniel Oberhaus, 2024-05-07
If we send a message into space, will extraterrestrial beings receive it? Will they understand? The
endlessly fascinating question of whether we are alone in the universe has always been accompanied
by another, more complicated one: if there is extraterrestrial life, how would we communicate with
it? In this book, Daniel Oberhaus leads readers on a quest for extraterrestrial communication.
Exploring Earthlings' various attempts to reach out to non-Earthlings over the centuries, he poses
some not entirely answerable questions: If we send a message into space, will extraterrestrial beings
receive it? Will they understand? What languages will they (and we) speak? Is there not only a
universal grammar (as Noam Chomsky has posited), but also a grammar of the universe? Oberhaus
describes, among other things, a late-nineteenth-century idea to communicate with Martians via
Morse code and mirrors; the emergence in the twentieth century of SETI (the search for
extraterrestrial intelligence), CETI (communication with extraterrestrial intelligence), and finally
METI (messaging extraterrestrial intelligence); the one-way space voyage of Ella, an artificial
intelligence agent that can play cards, tell fortunes, and recite poetry; and the launching of a
theremin concert for aliens. He considers media used in attempts at extraterrestrial communication,
from microwave systems to plaques on spacecrafts to formal logic, and discusses attempts to
formulate a language for our message, including the Astraglossa and two generations of Lincos
(lingua cosmica). The chosen medium for interstellar communication reveals much about the
technological sophistication of the civilization that sends it, Oberhaus observes, but even more
interesting is the information embedded in the message itself. In Extraterrestrial Languages, he
considers how philosophy, linguistics, mathematics, science, and art have informed the design or
limited the effectiveness of our interstellar messaging.

alpha conversion lambda calculus: Categories in Computer Science and Logic John
Walker Gray, 1989 Presents the proceedings of AMS-IMS-SIAM Summer Research Conference on
Categories in Computer Science and Logic that was held at the University of Colorado in Boulder.
This book discusses the use of category theory in formalizing aspects of computer programming and
program design.

alpha conversion lambda calculus: Intelligent Computer Mathematics Manfred Kerber,
Jacques Carette, Cezary Kaliszyk, Florian Rabe, Volker Sorge, 2015-06-22 This book constitutes the
refereed proceedings of the International Conference on Intelligent Computer Mathematics, CICM
2015, held in Washington, DC, USA, in July 2015. The 16 full papers and 9 short papers presented
together with two invited talks plus one abstract were carefully reviewed and selected from a total of
43 submissions. The papers are organized in topical sections following the tracks of the conference:
Invited Talks; Calculemus; Digital Mathematics Libraries; Mathematical Knowledge Management;
Projects and Surveys; Systems and Data.

alpha conversion lambda calculus: Collected papers on finitist mathematics and
phenomenalism Loke Hagberg, 2024-08-07 This is a clarification of and development upon my
previous work. It includes a rework of Concerning the weakest coherent formalization of
methodological skepticism as a Bayesian updater and On the finitist Wolfram physics model, then
there is an outline of finite content theory and mathematical notes in various areas. Digital




phenomenology itself is the study of a finitist (and therefore discrete) phenomenalism. It also
includes my work on predictive liquid democracy, where liquid democracy is combined with
prediction markets. The system allows for local satisfaction of Condorcet's jury theorem extended to
multiple alternatives. See the part about predictive liquid democracy.
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